Динамические типобезопасные запросы в JPA 2.0

Узнайте, как интерфейс Criteria позволяет создавать динамические запросы и снижает риск возникновения ошибок на этапе выполнения
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С момента своего выпуска в 2006 г. JPA пользуется популярностью в среде разработчиков Java-приложений. Выход следующей версии спецификации – 2.0 (JSR 317) – намечен на конец 2009 г. (см. раздел [Ресурсы](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#artrelatedtopics)). Одной из ключевых новинок в JPA 2.0 должен стать API под названием Criteria, придающий языку Java уникальные возможности: он предоставляет средства для написания запросов, которые могут быть проверены на корректность на этапе компиляции. Кроме того, Criteria позволяет динамически формировать запросы на этапе выполнения приложения.

В этой статье рассказывается о самом API Criteria и тесно связанном с ним понятии *метамодели* (metamodel). В частности, вы узнаете о том, как использовать Criteria для создания запросов, корректность которых, в отличие от обычных строковых запросов на языке JPQL (Java Persistence Query Language), может быть проверена компилятором, что позволяет снизить риск возникновения ошибок на этапе выполнения приложения. Кроме того, вы увидите преимущества программных средств для формирования запросов перед фиксированным синтаксисом JPQL на примерах, в которых используются шаблоны и функции базы данных. Данная статья рассчитана на читателей, знакомых с языком программирования Java и основными компонентами JPA, такими как EntityManagerFactory и EntityManager.

Что не так с запросами JPQL?

В состав JPA 1.0 входит JPQL – мощный язык для написания запросов, который явился основной причиной высокой популярности JPA. Однако JPQL имеет определенные ограничения, поскольку позволяет создавать только строковые запросы с использованием фиксированного набора синтаксических конструкций. Одно из основных ограничений JPQL продемонстрировано в листинге 1, в котором представлен запрос для выборки списка экземпляров класса Person, чей возраст превышает 20 лет.

Листинг 1. Пример простого (и ошибочного) запроса JPQL

|  |  |
| --- | --- |
| 1  2  3  4 | EntityManager em = ...;  String jpql = "select p from Person where p.age > 20";  Query query = em.createQuery(jpql);  List result = query.getResultList(); |

Этот простой пример иллюстрирует следующие ключевые аспекты модели выполнения запросов, использующейся в JPA 1.0:

* запросы на языке JPQL задаются в виде строк (экземпляр String в строке 2);
* для создания объекта, представляющего собой *готовый к выполнению* запрос, на основе строки на языке JPQL используется класс-фабрика EntityManager (строка 3);
* результатом выполнения запроса является нетипизированный список (экземпляр java.util.List).

В этом простом примере кроется серьезная ошибка. Самый неприятный момент заключается в том, что код будет успешно скомпилирован, однако сгенерирует исключение на этапе выполнения, поскольку JPQL-строка запроса синтаксически некорректна. Правильный вариант выглядит следующим образом:

|  |  |
| --- | --- |
| 1 | String jpql = "select p from Person p where p.age > 20"; |

К сожалению, эта ошибка не может быть выявлена на этапе компиляции и возникнет только при выполнении третьей или четвертой строки листинга (в зависимости от того, в какой момент провайдер JPA будет разбирать строку в соответствии с синтаксисом JPQL: при создании запроса или его исполнении).

Преимущества типобезопасных запросов

Одним из ключевых преимуществ API Criteria является то, что он не позволяет создавать синтаксически некорректные запросы. В листинге 2 показан модифицированный вариант [листинга 1](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing1) с применением интерфейса CriteriaQuery.

Листинг 2. Основные действия по созданию экземпляра CriteriaQuery

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | EntityManager em = ...  QueryBuilder qb = em.getQueryBuilder();  CriteriaQuery<Person> c = qb.createQuery(Person.class);  Root<Person> p = c.from(Person.class);  Predicate condition = qb.gt(p.get(Person\_.age), 20);  c.where(condition);  TypedQuery<Person> q = em.createQuery(c);  List<Person> result = q.getResultList(); |

В [листинге 2](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing2) демонстрируются основные принципы использования интерфейса Criteria и его базовые компоненты.

* В первой строке с помощью одного из поддерживаемых механизмов получается ссылка на экземпляр EntityManager.
* Во второй строке EntityManager создает экземпляр QueryBuilder, который представляет собой фабрику для инстанциирования CriteriaQuery.
* В третьей строке фабрика QueryBuilder создает типизированный экземпляр CriteriaQuery. Аргумент типа задает тип объектов, которые будут возвращены в результате выполнения запроса, представленного в виде экземпляра CriteriaQuery. При формировании запроса можно использовать различные варианты типов: от классов хранимых объектов, например, Person.class, до менее специализированных типов, таких как Object[].
* В четвертой строке для экземпляра CriteriaQuery задаются *выражения запроса* (query expressions). Полное описание каждого экземпляра CriteriaQuery представляет собой дерево, узлами которого являются подобные выражения. Иерархия типов выражений, поддерживаемых в Criteria API, показана на рисунке 1.

Рисунок 1. Иерархия интерфейсов, представляющих различные типы выражений в запросах

![Interface hierarchy of query expressions](data:image/gif;base64,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)

Вначале при помощи метода from указывается, что поиск будет осуществляться среди хранимых объектов типа Person.class. Данный метод возвращает экземпляр типа Root<Person>. Root представляет собой выражение, описывающее область определения некоторого множества сохраняемых объектов. Выражение Root<T> фактически означает, что данный запрос должен выполняться над всеми объектами типа T, тем самым напоминая выражение FROM в запросах SQL и JPQL. Обратите внимание, что выражение Root<Person> (как и любое выражение в запросе) является типизированным, причем параметр определяет тип значения выражения. Таким образом, тип Root<Person> определяет выражение, результатом вычисления которого будет экземпляр типа Person.class.

* В пятой строке формируется предикат (экземпляр класса Predicate).  Predicate представляет собой часто использующуюся разновидность выражений, результатом вычисления которых может быть true или false. Предикаты формируются при помощи класса QueryBuilder, который выполняет функции фабрики по отношению не только к запросам, но и к выражениям. QueryBuilder предоставляет методы для создания выражений всех видов, поддерживаемых стандартным языком JPQL, а также нескольких дополнительных разновидностей. В [листинге 2](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing2) показан пример использования QueryBuilder для создания выражения, которое принимает значение true в случае, если его первый аргумент численно больше второго. Метод gt имеет следующую сигнатуру:

|  |  |
| --- | --- |
| 1 | Predicate gt(Expression<? extends Number> x, Number y); |

* Этот метод является наглядной демонстрацией возможностей API, который, используя средства строго типизированного языка, такого как Java, позволяет создавать исключительно корректные выражения. Сигнатура метода недвусмысленно говорит том, что выражения типа Number могут сравниваться только с другими выражениями того же типа (но не, например, типа String).

|  |  |
| --- | --- |
| 1 | Predicate condition = qb.gt(p.get(Person\_.age), 20); |

* Однако пятая строка этим не ограничивается. Обратите внимание на первый параметр метода qb.gt(): p.get(Person\_.age),, в котором p — это ранее созданное выражение типа Root<Person>. В данном случае p.get(Person\_.age) является примером *выражения пути* (path expression). Подобные выражения определяют путь от корневого выражения, проходящий через один или несколько сохраняемых атрибутов. В данном примере p.get(Person\_.age) представляет собой путь от корневого выражения p через атрибут age класса Person. Возможно, запись Person\_.age покажется вам необычной, но пока просто запомните, что она означает "атрибут age класса Person". Этот вопрос будет более подробно рассмотрен ниже, в процессе обсуждения API Metamodel, который также вошел в состав JPA 2.0.
* Как уже было сказано, все выражения в запросах являются типизированными, причем параметры типов определяют тип их значений. Таким образом, если типом атрибута age для Person является Integer (или int), значение выражения p.get(Person\_.age) будет иметь тип Integer. Безопасность типов является неотъемлемым свойством данного API, поэтому компилятор будет автоматически сигнализировать об ошибке при попытках создания выражений, описывающих некорректные сравнения, например:

|  |  |
| --- | --- |
| 1 | Predicate condition = qb.gt(p.get(Person\_.age, "xyz")); |

* В строке 6 созданный выше предикат задается для экземпляра CriteriaQuery аналогично блоку WHERE в SQL.
* В строке 7 EntityManager создает готовый к выполнению экземпляр запроса на основе объекта типа CriteriaQuery. Этот шаг аналогичен формированию исполняемых запросов из строк на языке JPQL. Однако, поскольку CriteriaQuery заключает в себе более подробную информацию о типах, исполняемый запрос оказывается объектом типа TypedQuery, являющегося наследником javax.persistence.Query. Как следует из названия, тип TypedQuery несет в себе информацию о типе объектов, которые будут выбраны запросом. Этот интерфейс определен следующим образом:

|  |  |
| --- | --- |
| 1  2  3 | public interface TypedQuery<T> extends Query {               List<T> getResultList();  } |

* При этом его нетипизированный родительский интерфейс выглядит так:

|  |  |
| --- | --- |
| 1  2  3 | public interface Query {  List getResultList();  } |

* Как и следовало ожидать, результаты данного запроса будут иметь тип Person.class, который был задан в строке 3 при формировании экземпляра CriteriaQuery средствами QueryBuilder.
* В строке 8, при выполнении запроса и получении списка результатов, наконец, становятся очевидными преимущества обладания информацией о типах. Заранее известно, что результатом запроса будет являться список объектов типа Person, благодаря чему удается избавиться от лишнего оператора приведения типа в процессе перебора элементов. Это также минимизирует риск возникновения исключения типа ClassCastException на этапе выполнения приложения.

Итак, подведем итоги рассмотрения простого примера, показанного в [листинге 2](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing2).

* CriteriaQuery представляет собой дерево, состоящее из узлов-выражений, при помощи которых задаются выражения, аналогичные блокам FROM, WHERE и ORDER BY в классических языках запросов. Поддерживаемые типы выражений показаны на рисунке 2.

Рисунок 2. Интерфейс CriteriaQuery поддерживает все типы выражений, соответствующие компонентам классических запросов
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* Все выражения, использующиеся в запросах, являются типизированными. Примерами часто используемых выражений являются следующие:
  + Root<T> – представляет собой аналог блока FROM;
  + Predicate – результатом всегда является булево значение (true или false). Кстати говоря, интерфейс этих выражений определяется следующим образом: interface Predicate extends Expression<Boolean>;
  + Path<T> – описывает путь к сохраняемому атрибуту начиная от корневого выражения Root<*?*>. Само выражение Root<T> представляет собой частный случай Path<T>, не имеющий родительского выражения.
* QueryBuilder выполняет функции фабрики по созданию экземпляров CriteriaQuery, а также всех видов выражений запросов.
* На основе экземпляров CriteriaQuery создаются готовые к выполнению запросы, при этом вся информация о типах сохраняется. Это позволяет перебирать объекты полученного списка без приведения типов на этапе выполнения приложения.

Метамодель множества сохраняемых классов

В [листинге 2](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing2) нам встретилась необычная конструкция — Person\_.age, которая обозначает сохраняемый атрибут age класса Person. В том примере данная конструкция используется для формирования выражения, представляющего собой путь от корневого выражения p типа Root<Person> к атрибуту age при помощи вызова p.get(Person\_.age). Person\_.age является статическим полем в классе Person\_, который, в свою очередь, является примером *статического, инстанциированного, канонического*класса метамодели, соответствующего сохраняемому классу Person.

Класс метамодели содержит метаданные, относящиеся к сохраняемому классу. Он называется *каноническим*, если описывает метаинформацию о сохраняемом классе в точном соответствии со спецификацией JPA 2.0. Канонический класс метамодели является *статическим*, если все его переменные-члены объявлены как static и public. Примером такой переменной может служить статическое поле Person\_.age. *Инстанциирование* канонического класса заключается в генерации конкретного класса Person\_.java и включении его в исходный код приложения на этапе компиляции. Подобное инстанциирование позволяет обращаться к атрибутам класса Person в момент компиляции, обеспечивая тем самым строгий контроль типов.

Класс метамодели Person\_ представляет собой вариант хранения метаинформации о классе Person, являющийся альтернативным по отношению к часто используемому (возможно, даже слишком часто) механизму рефлексии Java (Java Reflection API). При этом между ними есть одно принципиальное различие: обращение к метаданным объекта Person.class, полученным при помощи рефлексии, не может контролироваться компилятором. Например, механизм рефлексии позволяет обратиться к полю age в Person.class следующим образом:

|  |  |
| --- | --- |
| 1 | Field field = Person.class.getField("age"); |

Однако подобный подход имеет недостатки, которые напоминают проблемы, связанные со строковыми запросами на языке JPQL и продемонстрированные в [листинге 1](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing1). Компиляция этого фрагмента кода проходит успешно, однако компилятор не может гарантировать, что при его выполнении не возникнет ошибок. В частности, к ошибке может привести обыкновенная опечатка. Таким образом, механизм рефлексии непригоден для обеспечения типобезопасности в запросах JPA 2.0.

Для обеспечения типобезопасности запросов необходим механизм, позволяющий обращаться к сохраняемому атрибуту age класса Person таким способом, который может быть проверен на корректность компилятором. Решение, предлагаемое в JPA 2.0, предоставляет такую возможность путем инстанциирования класса метамодели Person\_, который содержит статические аналоги всех сохраняемых атрибутов класса Person.

Как правило, обсуждения метаинформации (или даже мета-метаинформации) оказываются весьма скучными, поэтому мы рассмотрим конкретный пример класса метамодели, соответствующего простому сохраняемому Java-классу — domain.Person, код которого приведен в листинге 3.

Листинг 3. Пример простого сохраняемого класса

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | package domain;  @Entity  public class Person {    @Id    private long ssn;    private string name;    private int age;      // открытые get- и set-методы    public String getName() {...}  } |

Этот класс является классическим примером POJO (простого Java-класса), содержащего аннотации, в частности, @Entity и @Id , которые необходимы провайдеру JPA для управления сохраняемыми экземплярами.

Данному классу соответствует статический канонический класс метамодели, показанный в листинге 4.

Листинг 4. Пример простого канонического класса метамодели

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | package domain;  import javax.persistence.metamodel.SingularAttribute;    @javax.persistence.metamodel.StaticMetamodel(domain.Person.class)    public class Person\_ {    public static volatile SingularAttribute<Person,Long> ssn;    public static volatile SingularAttribute<Person,String> name;    public static volatile SingularAttribute<Person,Integer> age;  } |

Все сохраняемые атрибуты класса domain.Person присутствуют в классе метамодели в виде открытых статических переменных-членов типа SingularAttribute<Person,*?*>. Благодаря этому можно ссылаться на атрибуты domain.Person (например, age) не через механизм рефлексии, а непосредственно на этапе компиляции, используя соответствующие статические члены, в частности, Person\_.age. В этом случае компилятор может проверить совместимость типов, поскольку он знает объявленный тип атрибута age. Подобный контроль типов был продемонстрирован выше на примере QueryBuilder.gt(p.get(Person\_.age), "xyz"). Попытка формирования такого выражения приведет к ошибке компиляции, поскольку, проанализировав сигнатуру метода QueryBuilder.gt(..)  и тип Person\_.age, компилятор сделает вывод, что атрибут age класса Person имеет числовой тип и, следовательно, не может сравниваться с объектами типа String.

Необходимо также отметить ряд других важных моментов:

* Атрибут метамодели Person\_.age имеет тип javax.persistence.metamodel.SingularAttribute. SingularAttribute – это один из интерфейсов, определенных в рассматриваемом в следующем разделе API Metamodel, который входит в состав JPA. Аргументы типа SingularAttribute<Person, Integer> определяют класс, к которому принадлежит сохраняемый атрибут, и тип самого сохраняемого атрибута.
* Класс метамодели отмечен аннотацией @StaticMetamodel(domain.Person.class), которая указывает на то, что он соответствует исходной сохраняемой сущности domain.Person.

API Metamodel

Как было сказано выше, классы метамодели служат для описания сохраняемых классов модели приложения. Аналогично механизму рефлексии, в котором для описания компонентов java.lang.Class используются специальные интерфейсы, такие как java.lang.reflect.Field или java.lang.reflect.Method , в API Metamodel JPA для описания типов и атрибутов класса метамодели также применяются дополнительные интерфейсы, в частности,SingularAttribute и PluralAttribute,.

Набор интерфейсов, использующихся в API Metamodel для описания типов, показан на рисунке 3.

Рисунок 3. Иерархия интерфейсов API Metamodel для описания сохраняемых типов
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На рисунке 4 показаны интерфейсы API Metamodel, которые используются для описания атрибутов.

Рисунок 4. Иерархия интерфейсов API Metamodel для описания сохраняемых атрибутов
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Интерфейсы API Metamodel в JPA являются более специализированными, чем те, которые используются в механизме рефлексии Java Reflection API. Это необходимо для представления расширенной метаинформации о сохраняемых классах. Например, в Java Reflection API все типы Java представляются в виде объектов класса java.lang.Class, т. е. не делается особых различий между такими понятиями, как класс, абстрактный класс и интерфейс. Разумеется, экземпляры Class предоставляют информацию о том, являются они интерфейсами или, например, абстрактными классами, однако это далеко не то же самое, что использование различных определений для задания интерфейсов и классов.

Java Reflection API появился на заре Java и в то время представлял для языка программирования общего назначения вполне новаторское решение. Однако с годами понимание области применения и возможностей строго типизированных систем развивалось, что в итоге привело к появлению в JPA API Metamodel, который реализует эти возможности, вводя строгую типизацию для сохраняемых сущностей. Например, сохраняемые сущности делятся на семантические категории – MappedSuperClass, Entity и Embeddable. До JPA 2.0 принадлежность классов этим категориям задавалась при помощи аннотаций в их определениях, в то время как API Metamodel предоставляет специализированные интерфейсы MappedSuperclassType, EntityType и EmbeddableType в пакете javax.persistence.metamodel. Это позволяет подчеркнуть семантические особенности типов. Аналогичным образом сохраняемые атрибуты различаются на уровне определений типов благодаря таким интерфейсам, как SingularAttribute, CollectionAttribute и MapAttribute.

Подобные специализированные интерфейсы метамодели дают не только эстетические преимущества, но и помогают формировать типобезопасные запросы, снижая тем самым риск возникновения ошибок на этапе выполнения. Некоторые из этих преимуществ были продемонстрированы ранее на примерах, но еще ярче они будут видны при создании запросов с операторами соединения (join) при помощи CriteriaQuery.

Область видимости на этапе выполнения

В широком смысле можно провести определенные параллели между классическими интерфейсами Java Reflection API и специализированными интерфейсами пакета javax.persistence.metamodel, служащими для представления метаинформации о сохраняемых классах. В продолжение этой аналогии можно ввести для интерфейсов метамодели аналог понятия области видимости времени выполнения (run-time scope). Область видимости объектов java.lang.Class ограничивается используемым загрузчиком классов (java.lang.ClassLoader), поэтому все экземпляры Java-классов, ссылающиеся друг на друга, должны находиться в области одного загрузчика. Другими словами, множество связанных классов является *строгим* (или *замкнутым*), что говорит о том, что если в классе A, находящемся в области загрузчика L, определить ссылку на объект класса B, который находится вне области загрузчика L, то будет сгенерировано исключение типа ClassNotFoundException или NoClassDefFoundError (подобная ситуация способна надолго лишить сна разработчика или инженера, отвечающего за развертывание приложения в среде с несколькими загрузчиками классов).

Это понятие области видимости на этапе выполнения, означающее замкнутость множества ссылающихся друг на друга классов, получило название *единицы хранения* (persistence unit) в JPA 1.0. Область каждой единицы хранения определяется путем перечисления всех сохраняемых классов в секции <class> в файле META-INF/persistence.xml. JPA 2.0 предоставляет доступ к определению этой области на этапе выполнения через интерфейс javax.persistence.metamodel.Metamodel, который содержит список всех сохраняемых классов, принадлежащих конкретной единице хранения (рисунок 5).

Рисунок 5. Интерфейс Metamodel представляет собой контейнер типов, составляющих единицу хранения
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Этот интерфейс позволяет обращаться к элементам метамодели через соответствующие классы сохраняемых сущностей. Например, получить ссылку на класс метамодели, описывающий сохраняемый класс Person, можно следующим образом:

|  |  |
| --- | --- |
| 1  2  3 | EntityManagerFactory emf = ...;  Metamodel metamodel = emf.getMetamodel();  EntityType<Person> pClass = metamodel.entity(Person.class); |

Несмотря на несколько отличающиеся принципы и стиль кода, этот подход аналогичен получению экземпляра Class по его имени через загрузчик классов.

|  |  |
| --- | --- |
| 1  2 | ClassLoader classloader =  Thread.currentThread().getContextClassLoader();  Class<?> clazz = classloader.loadClass("domain.Person"); |

Класс EntityType<Person> позволяет во время выполнения просматривать все сохраняемые атрибуты класса Person. Например, вызов в приложении метода pClass.getSingularAttribute("age", Integer.class) вернет экземпляр типа SingularAttribute<Person, Integer>, который эквивалентен статическому атрибуту Person\_.age инстанциированного канонического класса метамодели. Таким образом, компилятор получает доступ к метаданным о сохраняемых атрибутах, к которым во время выполнения можно обращаться через API Metamodel, благодаря инстанциированию статического канонического класса метамодели Person\_ .

API Metamodel не только обеспечивает доступ к элементам метамодели, описывающим тот или иной сохраняемый класс, но и позволяет получить список всех известных классов метамодели (метод Metamodel.getManagedTypes()). Наконец, через этот API можно получить доступ к классу метамодели на основе специализированной информации о сохраняемом классе. Примером такой возможности может служить вызов метода embeddable(Address.class), который возвращает объект типа EmbeddableType<Address>, являющегося дочерним интерфейсом ManagedType<>.

В JPA метаинформация о классах POJO также включает в себя специальные компоненты, касающиеся хранения экземпляров. К ним относятся данные о том, является ли класс вложенным (embedded), а также о том, какие поля составляют первичный ключ. Эта информация содержится в исходном коде классов в виде аннотаций (XML-дескрипторов), которые делятся на две основные категории: аннотации, относящиеся непосредственно к сохранению объектов (например, @Entity), и аннотации, описывающие отображение (например, @Table). В JPA 2.0 метамодель содержит *исключительно* аннотации первого типа. Другими словами, текущая версия API Metamodel позволяет узнавать, какие атрибуты классов являются сохраняемыми, но *не* позволяет определять, в каких столбцах таблиц базы данных они сохраняются.

Канонические и неканонические классы метамодели

Несмотря на то, что структура канонических статических классов метамодели полностью контролируется спецификацией JPA 2.0 (включая полностью квалифицированные имена классов и имена их статических членов), разработчики также могут создавать классы метамодели самостоятельно. Подобные метаклассы, созданные вручную, называются *неканоническими*. На данный момент они не очень подробно описаны в спецификации и могут быть не полностью переносимыми с одного провайдера JPA на другой. Возможно, вы заметили, что открытые статические поля канонической метамодели *объявлены*, но не инициализированы. Поскольку они объявлены, к ним можно обращаться в процессе создания запросов при помощи CriteriaQuery, однако на этапе выполнения им должны быть присвоены значения. За инициализацию статических полей канонических метаклассов отвечает провайдер JPA, однако эта ответственность не распространяется на их неканонические аналоги. Таким образом, приложениям, использующим неканонические метаклассы, приходится либо полагаться на специфическую функциональность провайдеров, либо реализовывать собственные механизмы для инициализации полей классов метамодели на этапе выполнения.

**Практические аспекты генерации кода**

Автоматическая генерация кода часто смущает разработчиков, тем более если речь идет о генерации исходного кода канонических метаклассов. Данные классы используются в процессе разработки, в частности, при компиляции на них могут ссылаться компоненты приложения, отвечающие за формирование выражений CriteriaQuery. В результате возникают следующие практические вопросы:

* Где должны располагаться сгенерированные файлы с исходным кодом метаклассов: в каталоге с первоначальным исходным кодом, в отдельном каталоге или внутри каталога, в который помещается скомпилированный код?
* Должен ли исходный код сгенерированных классов помещаться в систему управления конфигурированием приложения с контролем версий?
* Каким образом должно поддерживаться соответствие между классами модели (например, Person) и метамодели (соответственно Person\_)? В частности, какие действия необходимо выполнить после изменения Person.java, например, после добавления или переименования одного из сохраняемых атрибутов?

На момент написания данной статьи ответы на эти вопросы остаются на усмотрение разработчиков.

Обработка аннотаций и генерация метаклассов

Понятно, что, работая с большим числом сохраняемых классов, вам не захочется самостоятельно писать классы метамодели. Предполагается, что эту задачу *должен* взять на себя провайдер механизма персистентности. Подобная функциональность и механизмы генерации строго не регламентируются в спецификации, однако среди провайдеров JPA существует негласная договоренность, что провайдеры должны генерировать каноническую метамодель при помощи процессора аннотаций (Annotation Processor), который входит в состав компилятора Java 6. Реализация Apache OpenJPA включает в себя утилиту для генерации классов метамодели либо неявным образом, в момент компиляции исходного кода, либо через вызов специального скрипта. В более ранних версиях Java для этих целей использовался отдельный процессор аннотаций под названием apt, однако в Java 6 взаимодействие между компилятором и процессором аннотаций стало частью стандарта.

Если вы используете в качестве провайдера персистентности OpenJPA, для генерации классов метамодели достаточно просто добавить библиотеки классов OpenJPA в classpath компилятора при компиляции POJO:

|  |  |
| --- | --- |
| 1 | $ javac domain/Person.java |

При этом будет сгенерирован канонический класс метамодели Person\_. Он будет помещен в ту же директорию, что и Person.java, и скомпилирован параллельно с ним.

**Создание запросов**

До сих пор мы рассматривали компоненты интерфейса CriteriaQuery и связанные с ними классы метамодели. Теперь пришло время приступить непосредственно к написанию запросов с использованием API Criteria.

Функциональные выражения

Функциональные выражения применяют функцию к одному или нескольким аргументам, что приводит к созданию нового выражения. Тип результирующего выражения определяется как самой функцией, так и типами ее аргументов, которые, в свою очередь, могут быть примитивными значениями (литералами) или выражениями. При этом механизм контроля типов компилятора и сигнатуры методов API определяют, какие выражения являются корректными, а какие нет.

Рассмотрим выражение, вычисляющее среднее значение для единственного входного параметра. Пример его использования приведен в листинге 5, в котором CriteriaQuery применяется для подсчета среднего значения баланса по всем счетам (объектам типа Account).

Листинг 5. Пример использования функционального выражения в CriteriaQuery

|  |  |
| --- | --- |
| 1  2  3  4 | CriteriaQuery<Double> c = cb.createQuery(Double.class);  Root<Account> a = c.from(Account.class);    c.select(cb.avg(a.get(Account\_.balance))); |

Эквивалентный запрос на языке JPQL выглядит следующим образом:

|  |  |
| --- | --- |
| 1 | String jpql = "select avg(a.balance) from Account a"; |

В [листинге 5](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing5) выражение avg() создается с помощью фабрики QueryBuilder (переменная cb), а затем используется в блоке select() запроса.

Выражение запроса представляет собой конструктивный блок, из таких блоков собирается итоговый предикат, который будет использоваться для выборки данных. В примере, приведенном в [листинге 6](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing6), показано выражение Path, представляющее собой переход от экземпляра Account к его атрибуту balance. Затем это выражение используется в качестве входного аргумента в двух бинарных функциональных выражениях: greaterThan() и lessThan(), результатами которых являются предикаты (булевы выражения). Далее полученные булевы выражения объединяются методом and() в итоговый предикат поиска, который будет вычисляться в блоке where при выполнении запроса.

**Бесстыковый API**

Как видно из этого примера, методы Criteria часто возвращают экземпляры таких типов, которые могут немедленно использоваться в последующих вызовах сопутствующих методов. Интерфейсы, поддерживающие подобный интуитивный стиль программирования, получили название "бесстыковых API" (Fluent API).

Листинг 6. Пример формирования **предиката where()** в CriteriaQuery

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | CriteriaQuery<Account> c = cb.createQuery(Account.class);  Root<Account> account = c.from(Account.class);  Path<Integer> balance = account.get(Account\_.balance);  c.where(cb.and         (cb.greaterThan(balance, 100),          cb.lessThan(balance, 200))); |

На JPQL данный запрос выглядел бы следующим образом:

|  |  |
| --- | --- |
| 1 | "select a from Account a where a.balance>100 and a.balance<200"; |

**Сложные предикаты**

Некоторые выражения, в частности, in(), могут вычисляться над различным числом аргументов (дочерних выражений). Пример показан в листинге 7.

Листинг 7. Пример выражения CriteriaQuery, принимающего множество аргументов

|  |  |
| --- | --- |
| 1  2  3  4  5 | CriteriaQuery<Account> c = cb.createQuery(Account.class);  Root<Account> root = c.from(Account.class);  Path<Person> owner = root.get(Account\_.owner);  Path<String> name = owner.get(Person\_.name);  c.where(cb.in(name).value("X").value("Y").value("Z")); |

запрос на JPQL:

|  |  |
| --- | --- |
| 1 | "select a from Account a where a.owner.name in ('X','Y','Z')"; |

В этом примере формируется выражение, обозначающее путь от счета к имени его владельца, которое затем используется в качестве входного аргумента для выражения in(). Значением in() является true в том случае, если входное выражение равно одному из переменного числа его аргументов. Эти аргументы задаются при помощи метода value() типа In<T>, который имеет следующую сигнатуру:

|  |  |
| --- | --- |
| 1 | In<T> value(T value); |

Обратите внимание на параметризацию типа In<T>, которая означает, что данное выражение может вычисляться только для аргументов типа T. Выражение пути, указывающее на имя владельца счета (Account), имеет тип String, поэтому оно может сравниваться только со строковыми аргументами – либо выражениями типа String, либо строковыми литералами.

Сравните запрос в [листинге 7](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing7) с равнозначным ему (правильным) запросом на JPQL:

|  |  |
| --- | --- |
| 1 | "select a from Account a where a.owner.name in ('X','Y','Z')"; |

Небольшая ошибка в тексте запроса JPQL не только останется незамеченной компилятором, но и может привести к неожиданным результатам при его выполнении. Пример:

|  |  |
| --- | --- |
| 1 | "select a from Account a where a.owner.name in (X, Y, Z)"; |

Операторы соединения

В листингах [6](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing6) и [7](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing7) запросы строились из нескольких выражений, но при этом они применялись к одной сущности и ее атрибутам. Однако часто приходится создавать запросы, включающие несколько сущностей, с использованием операторов *соединения*. Для этой цели в CriteriaQuery существуют параметризованные типы *выражений соединения*. Они имеют два типа-параметра: соединяемый тип и связываемый (bindable) тип атрибута, по которому осуществляется соединение. Например, допустим, что необходимо создать запрос для выборки всех объектов типа Customer (клиентов), которым пока не доставили сделанные ими заказы (экземпляры PurchaseOrder). Для этого необходимо соединение сущностей Customer и PurchaseOrder через атрибут Customer.orders, имеющий тип java.util.Set<PurchaseOrder>, как показано в листинге 8.

Листинг 8. Соединение по атрибуту, имеющему тип-коллекцию

|  |  |
| --- | --- |
| 1  2  3 | CriteriaQuery<Customer> q = cb.createQuery(Customer.class);  Root<Customer> c = q.from(Customer.class);  SetJoin<Customer, PurchaseOrder> o = c.join(Customer\_.orders); |

Выражение соединения, сформированное на основе корневого выражения  c и сохраняемого атрибута Customer.orders, имеет два типа-параметра: Customer и связываемый тип атрибута Customer.orders. Обратите внимание, что связываемый тип данного атрибута (PurchaseOrder) *отличается* от объявленного типа (java.util.Set<PurchaseOrder>). Кроме того, заслуживает внимания тот факт, что поскольку связываемый атрибут является множеством (java.util.Set), получившееся в итоге выражение связывания имеет тип SetJoin, являющийся дочерним интерфейсом Join. Подобные специализированные интерфейсы существуют и для других типов множественной связи, а именно CollectionJoin, ListJoin и MapJoin (эти интерфейсы показаны на [рисунке 1](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#fig1)). При этом в третьей строке [листинга 8](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing8) не требуется выполнять преобразование типов, поскольку CriteriaQuery и API Metamodel предоставляют отдельные методы join() для каждого из типов java.util.Collection, List, Set и Map.

Созданные выражения соединения используются в запросах для формирования предикатов, которые вычисляются над связанными сущностями. Например, если требуется выбрать все объекты Customer, для которых существуют недоставленные заказы (PurchaseOrder), можно построить предикат путем перехода от соединенного выраженияo к атрибуту состояния заказа status, сравнения его со значением DELIVERED (доставлен) и выполнения логического отрицания:

|  |  |
| --- | --- |
| 1  2 | Predicate p = cb.equal(o.get(PurchaseOrder\_.status), Status.DELIVERED)          .negate(); |

При работе с выражениями соединения необходимо помнить, что вызов метода join() для некоторого выражения всегда возвращает новое выражение соединения (листинг 9).

Листинг 9. Каждый вызов метода join создает новое выражение

|  |  |
| --- | --- |
| 1  2  3 | SetJoin<Customer, PurchaseOrder> o1 = c.join(Customer\_.orders);  SetJoin<Customer, PurchaseOrder> o2 = c.join(Customer\_.orders);  assert o1 == o2; |

Результат проверки на равенство двух выражений, полученных в результате соединения одного и того же выражения c по одному и тому же атрибуту, будет отрицательным. Таким образом, если требуется создать предикат для выборки всех заказов, которые не были доставлены и сумма которых превышает $200, то следует соединить сущность PurchaseOrder с Customer только один раз, сохранить получившееся выражение связывания в локальной переменной, а затем использовать ее при построении предиката. Данная переменная будет эквивалентна табличной переменной (range variable) в JPQL.

Использование параметров

Вернемся к корректной версии запроса на JPQL, приведенной в начале статьи:

|  |  |
| --- | --- |
| 1 | String jpql = "select p from Person p where p.age > 20"; |

Хотя в запросах часто используются константы, это считается дурным тоном. Более правильный подход заключается в параметризации запросов, благодаря чему текст запросов разбирается и анализируется только один раз, после чего его можно кэшировать и использовать повторно. Следуя этому подходу, показанный выше запрос можно переписать с использованием именованного параметра следующим образом:

|  |  |
| --- | --- |
| 1 | String jpql = "select p from Person p where p.age > :age"; |

Перед выполнением параметризованного запроса выполняется подстановка значений параметров:

|  |  |
| --- | --- |
| 1  2 | Query query = em.createQuery(jpql).setParameter("age", 20);  List result = query.getResultList(); |

В JPQL параметры запросов задаются либо как именованные (например, :age), либо как позиционные (например, ?3), однако в обоих случаях они включаются непосредственно в текст запроса. В отличие от JPQL, в CriteriaQuery параметры выступают в роли отдельных выражений. Как и остальные выражения, они являются строго типизированными и создаются при помощи класса-фабрики QueryBuilder. Например, запрос, приведенный в [листинге 2](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing2), может быть параметризован, как показано в листинге 10.

Листинг 10. Использование параметров в CriteriaQuery

|  |  |
| --- | --- |
| 1  2  3  4  5 | ParameterExpression<Integer> age = qb.parameter(Integer.class);  Predicate condition = qb.gt(p.get(Person\_.age), age);  c.where(condition);  TypedQuery<Person> q = em.createQuery(c);  List<Person> result = q.setParameter(age, 20).getResultList(); |

Необходимо отметить принципиальное различие между параметрами в JPA 2.0 и JPQL: в первом случае выражение-параметр создается на основе явно указанной информации о типе. В примере, приведенном выше, типом является Integer, поэтому число 20 при подстановке расценивается как допустимое значение. Подобное использование информации о типах позволяет минимизировать риск ошибок при выполнении запроса, в частности, запрещая сравнение параметров с выражениями несовместимых типов, а также не допуская подстановку значений недопустимых типов. Подобный контроль типов параметров на этапе компиляции в запросах JPQL невозможен.

В [листинге 10](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing10) показано безымянное выражение-параметр, для которого значение подставляется напрямую. Для выражения можно задать имя, указав его вторым аргументом при создании выражения. После этого подстановку значения в запрос можно будет осуществлять по имени. Использование позиционных параметров невозможно, поскольку, в отличие от JPQL, понятие позиции параметра в запросе не имеет смысла в контексте CriteriaQuery, в котором запрос представляется в виде дерева выражений, а не строки.

Еще одной интересной особенностью параметров в JPA является то, что они не имеют собственного значения. Значения параметров определяются исключительно в контексте исполняемого запроса. Таким образом, можно создать два отдельных исполняемых запроса на основе одного экземпляра CriteriaQuery, подставив в каждый из них свое численное значение одного и того же выражения-параметра.

Проекция результатов

Как уже говорилось, тип результата, возвращаемого при исполнении CriteriaQuery, указывается в момент создания выражения запроса классом QueryBuilder. При этом сами требуемые результаты задаются в виде одного или нескольких *элементов проекции* (projection terms). Для этой цели интерфейс CriteriaQuery предоставляет следующие два метода:

|  |  |
| --- | --- |
| 1  2 | CriteriaQuery<T> select(Selection<? extends T> selection);  CriteriaQuery<T> multiselect(Selection<?>... selections); |

Наиболее простым и часто использующимся элементом проекции является сам класс, указываемый в момент создания запроса. Как показано в листинге 11, этот элемент может задаваться неявным образом.

Листинг 11. По умолчанию запросы CriteriaQuery осуществляют выборку объектов указанного типа

|  |  |
| --- | --- |
| 1  2  3 | CriteriaQuery<Account> q = cb.createQuery(Account.class);  Root<Account> account = q.from(Account.class);  List<Account> accounts = em.createQuery(q).getResultList(); |

В запросе на выборку объектов типа Account, показанном в [листинге 11](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing11) выбираемый элемент не задается явным образом, поэтому в этом качестве выступает сам класс Account. Пример запроса с явным объявлением выбираемого элемента приведен в листинге 12.

Листинг 12. Пример запроса CriteriaQuery с явным указанием выбираемого элемента

|  |  |
| --- | --- |
| 1  2  3  4 | CriteriaQuery<Account> q = cb.createQuery(Account.class);  Root<Account> account = q.from(Account.class);  q.select(account);  List<Account> accounts = em.createQuery(q).getResultList(); |

Проекция результатов запроса может отличаться от сохраняемого класса, указываемого при создании запроса. В этом случае можно использовать специальные конструкции, поддерживаемые интерфейсом QueryBuilder, для точного определения структуры результатов. Примеры этих конструкций приведены в листинге 13.

Листинг 13. Методы, служащие для представления результатов выборки

|  |  |
| --- | --- |
| 1  2  3 | <Y> CompoundSelection<Y> construct(Class<Y> result, Selection<?>... terms);      CompoundSelection<Object[]> array(Selection<?>... terms);      CompoundSelection<Tuple> tuple(Selection<?>... terms); |

Методы, показанные в [листинге 13](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing13), создают сложный элемент проекции, состоящий из выражений, которые могут участвовать в блоках select. Метод construct() создает экземпляр класса, переданного в качестве первого аргумента, передавая его конструктору набор значений, полученных в виде результатов запроса. Например, если несохраняемый класс CustomerDetails содержит конструктор, принимающий аргументы типа String и int, то CriteriaQuery может возвращать набор его экземпляров в качестве результата, создавая их на лету на основе набора объектов сохраняемого класса Customer, выбранных запросом. Пример приведен в листинге 14.

Листинг 14. Представление результатов выборки в виде набора элементов класса при помощи метода construct()

|  |  |
| --- | --- |
| 1  2  3  4 | CriteriaQuery<CustomerDetails> q = cb.createQuery(CustomerDetails.class);  Root<Customer> c = q.from(Customer.class);  q.select(cb.construct(CustomerDetails.class,                c.get(Customer\_.name), c.get(Customer\_.age)); |

Несколько элементов проекции можно объединить в сложный элемент проекции, имеющий тип Object[] или Tuple.. В листинге 15 показан пример представления результатов запроса в виде Object[]:

Листинг 15. Представление результата запроса в виде списка объектов Object[]

|  |  |
| --- | --- |
| 1  2  3  4 | CriteriaQuery<Object[]> q = cb.createQuery(Object[].class);  Root<Customer> c = q.from(Customer.class);  q.select(cb.array(c.get(Customer\_.name), c.get(Customer\_.age));  List<Object[]> result = em.createQuery(q).getResultList(); |

Данный запрос возвращает список объектов-массивов типа Object[], содержащих два элемента каждый. Первым элементом является имя клиента (Customer.name), а вторым – возраст.

Tuple (кортеж) — это специальный интерфейс в JPA, служащий для представления строк базы данных. Объект типа Tuple представляет собой список экземпляров интерфейса TupleElement, который расширяют все интерфейсы выражений, встречающихся в запросах. К элементам кортежа можно обращаться в стиле JDBC (по индексу, начинающемуся с нуля), по псевдониму либо напрямую, через ссылку типа TupleElement. Пример представления результатов запроса в виде кортежей показан в листинге 16.

Листинг 16. Представление результатов выборки в виде кортежей

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | CriteriaQuery<Tuple> q = cb.createTupleQuery();  Root<Customer> c = q.from(Customer.class);  TupleElement<String> tname = c.get(Customer\_.name).alias("name");  q.select(cb.tuple(tname, c.get(Customer\_.age).alias("age");  List<Tuple> result = em.createQuery(q).getResultList();  String name = result.get(0).get(name);  String age  = result.get(0).get(1); |

**Ограничения на уровень вложенности**

Теоретически можно определять сложные структуры результатов запросов, используя вложенные элементы проекции. Например, компонентами Tuple могут быть объекты типа Object[] или другие экземпляры Tuple. Однако в спецификации JPA 2.0 подобные иерархические структуры запрещены. Таким образом, выражения, передаваемые в качестве параметров в multiselect(), не могут представлять собой массивы или кортежи. Единственные сложные выражения, которые можно использовать внутри multiselect() - это члены, созданные при помощи метода construct(), которые представляют собой единичные значения объектных типов.

При этом в OpenJPA ограничение на использование вложенных элементов выборки не накладывается.

Данный запрос возвращает список объектов типа Tuple, содержащих по два элемента каждый, к которым можно обращаться либо по индексу, либо по имени TupleElement (если оно было присвоено), либо непосредственно через ссылку на TupleElement. Обратите внимание на вызов метода alias(), который используется для присвоения имен выражениям в запросе (учтите, что вызов этого метода создает копию выражения). Кроме того, в листинге 16 используется метод createTupleQuery() класса QueryBuilder, который эквивалентен вызову createQuery(Tuple.class).

API Criteria включает метод multiselect(), который сочетает в себе поведение описанных выше методов определения структуры результатов, используя информацию о типе выбираемых объектов, указанную при создании экземпляра CriteriaQuery. Данный метод интерпретирует переданные ему элементы, основываясь на типе результата, возвращаемого CriteriaQuery, и преобразует список результатов к нужному виду. Например, чтобы представить результаты запроса в виде списка объектов типа CustomerDetails (см. [листинг 14](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing14)) с использованием multiselect(), следует задать CustomerDetails в качестве типа CriteriaQuery, а затем вызвать multiselect() для списка выбираемых выражений, значения которых должны передаваться конструктору CustomerDetails при выполнении запроса. Пример приведен в листинге 17.

Листинг 17. Интерпретация выражений в методе multiselect() на основе типа результата

|  |  |
| --- | --- |
| 1  2  3 | CriteriaQuery<CustomerDetails> q = cb.createQuery(CustomerDetails.class);  Root<Customer> c = q.from(Customer.class);  q.multiselect(c.get(Customer\_.name), c.get(Customer\_.age)); |

Поскольку типом выбираемых запросом объектов является CustomerDetails, метод multiselect() интерпретирует свои входные параметры как аргументы соответствующего конструктора класса CustomerDetails. Если бы типом запроса был Tuple, то метод бы создавал экземпляры Tuple, используя тот же самый набор параметров. Пример приведен в листинге 18.

Листинг 18. Создание экземпляров Tuple методом multiselect()

|  |  |
| --- | --- |
| 1  2  3 | CriteriaQuery<Tuple> q = cb.createTupleQuery();  Root<Customer> c = q.from(Customer.class);  q.multiselect(c.get(Customer\_.name), c.get(Customer\_.age)); |

Еще интереснее поведение multiselect(), если в качестве типа выбираемых объектов указан Object, либо он не задан вообще. В этом случае результат зависит от числа выражений, переданных в multiselect(). Если такое выражение одно, в качестве результата возвращается оно само, в противном случае результат представляется в виде массива объектов (Object[]).

Дополнительные возможности

До этого момента основное внимание уделялось строгой типизации, лежащей в основе API Criteria и позволяющей минимизировать число синтаксических ошибок, которые могут возникать в строковых запросах на JPQL. Однако Criteria также имеет механизм для программного формирования запросов, который получил название *динамического* API для манипулирования запросами. Его возможности ограничиваются исключительно изобретательностью разработчиков. Ниже будут рассмотрены следующие примеры:

* использование слаботипизированной версии API для создания динамических запросов;
* расширение грамматики с использованием функции базы данных в качестве выражений в запросе;
* редактирование запроса с целью поиска в результатах;
* реализация "запроса по образцу", получившего особую популярность благодаря объектным базам данных.

Слабая типизация и динамические запросы

Поддержка строгой типизации в Criteria базируется на инстанциированных классах метамодели, доступных компилятору. Однако бывают ситуации, когда тип выбираемых объектов может быть определен только во время выполнения. Для решения этой проблемы существуют специальные версии методов Criteria, в которых, как и в Java Reflection API, обращение к сохраняемым атрибутам осуществляется по именам, а не при помощи ссылок на инстанциированные статические метаатрибуты. Эти методы позволяют динамически создавать запросы, жертвуя при этом проверкой типов на этапе компиляции. Пример приведен в листинге 19, в котором показан слаботипизированный вариант запроса из [листинга 6](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing6).

Листинг 19. Пример слаботипизированного запроса

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | Class<Account> cls =Class.forName("domain.Account");  Metamodel model = em.getMetamodel();  EntityType<Account> entity = model.entity(cls);  CriteriaQuery<Account> c = cb.createQuery(cls);  Root<Account> account = c.from(entity);  Path<Integer> balance = account.<Integer>get("balance");  c.where(cb.and         (cb.greaterThan(balance, 100),          cb.lessThan(balance), 200))); |

Слаботипизированные методы API не могут возвращать объекты правильных параметризованных типов, поэтому компилятор будет выдавать предупреждения о небезопасных приведениях типов. Один из способов избавления от этих сообщений заключается в применении редко используемой возможности параметризованных типов в Java, а именно – параметризованных вызовов методов. Примером такого вызова может служить метод get(), использующийся для формирования выражения пути в [листинге 19](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing19).

Использование функциональности базы данных в выражениях запросов

Несомненным преимуществом динамического подхода к созданию запросов является возможность расширения грамматики. Например, можно создавать выражения, выполняющие функции базы данных, при помощи метода function() интерфейса QueryBuilder.

|  |  |
| --- | --- |
| 1 | <T> Expression<T> function(String name, Class<T> type, Expression<?>...args); |

Метод function() создает выражение с указанным именем и типом, принимающее на вход произвольное (ноль или более) число аргументов. Это позволяет создавать запросы, в которых вычисляются функции, предоставляемые базой данных. Например, MySQL поддерживает функцию без параметров CURRENT\_USER(), которая возвращает имя пользователя и компьютера для учетной записи, использованной для аутентификации текущего подключения к серверу. Результат данной функции представляет собой строку в кодировке UTF-8. Пример использования CURRENT\_USER() приведен в листинге 20.

Листинг 20. Пример использования функции базы данных в CriteriaQuery

|  |  |
| --- | --- |
| 1  2  3  4  5 | CriteriaQuery<Tuple> q = cb.createTupleQuery();  Root<Customer> c = q.from(Customer.class);  Expression<String> currentUser =      cb.function("CURRENT\_USER", String.class, (Expression<?>[])null);  q.multiselect(currentUser, c.get(Customer\_.balanceOwed)); |

Необходимо отметить, что подобный запрос невозможно написать на JPQL, поскольку этот язык поддерживает только фиксированное число выражений, в то время как API для динамического создания запросов позволяет использовать произвольные выражения.

Редактируемые запросы

Экземпляры CriteriaQuery можно редактировать программным образом. При этом изменения могут касаться всех составляющих запроса, в том числе элементов проекции, предикатов выборки и выражений, задающих порядок сортировки результатов. Эту возможность можно использовать для реализации поиска среди результатов (search-within-result), при котором предикаты поиска последовательно уточняются путем добавления новых условий.

В листинге 21 показан пример создания запроса, упорядочивающего результаты по имени, который затем редактируется с целью добавления сортировки по почтовому индексу.

Листинг 21. Пример редактирования экземпляра CriteriaQuery

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | CriteriaQuery<Person> c = cb.createQuery(Person.class);  Root<Person> p = c.from(Person.class);  c.orderBy(cb.asc(p.get(Person\_.name)));  List<Person> result = em.createQuery(c).getResultList();  // start editing  List<Order> orders = c.getOrderList();  List<Order> newOrders = new ArrayList<Order>(orders);  newOrders.add(cb.desc(p.get(Person\_.zipcode)));  c.orderBy(newOrders);  List<Person> result2 = em.createQuery(c).getResultList(); |

Все методы, служащие для задания выражения в запросах ( select(), where() и orderBy() ), очищают предыдущие версии выражений, заменяя их новыми. Кроме того, выражения-списки, возвращаемые такими методами, как getOrderList(), *не связаны* с самим запросом, т. е. добавление и удаление из них элементов никак не затронет объект CriteriaQuery; . Более того, некоторые провайдеры могут даже возвращать константные списки, предотвращая тем самым случайные ошибки. Таким образом, лучше копировать содержимое существующих списков перед тем, как добавлять новые выражения.

Выполнение запроса в памяти при использовании OpenJPA

Возможности OpenJPA позволяют повысить эффективность поиска среди результатов (см. пример в [листинге 21](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing21)) благодаря выполнению модифицированного запроса *в памяти*. Этот подход подразумевает, что результаты отредактированного запроса будут являться строгим подмножеством набора изначально выбранных объектов. OpenJPA предоставляет средства для выполнения запроса над заданным множеством объектов-кандидатов, поэтому в последней строке [листинга 21](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#listing21) достаточно просто передать результаты первоначального запроса.

|  |  |
| --- | --- |
| 1  2  3  4  5 | List<Person> result2 =    em.createQuery(c).    setCandidate    Collection(result).    getResultList(); |

Запросы по образцу

Еще одной привлекательной чертой динамического создания запросов является возможность сравнительно простой реализации принципа написания запросов "*по образцу*". Этот подход (query-by-example) был предложен IBM® Research в 1970 г. и часто приводится в качестве примера ранних попыток упрощения работы с программным обеспечением. Идея этого подхода заключается в том, что от пользователя не требуется указание точных предикатов для поиска данных. Вместо этого ему предлагается выбрать элементы данных, играющие роль шаблона ("образца"). На основе данного образца затем автоматически формируется набор предикатов, каждый из которых представляет собой операцию сравнения с атрибутом шаблона, имеющего непустое значение, отличное от значения по умолчанию. Данный набор предикатов вычисляется в процессе выполнения запроса, в результате чего выбираются все объекты, соответствующие шаблону. "Поиск по образцу" был кандидатом на включение в спецификацию JPA 2.0, однако в итоге в нее не вошел. Тем не менее, этот принцип поддерживается в OpenJPA при помощи расширенного интерфейса OpenJPAQueryBuilder (листинг 22).

Листинг 22. Реализация принципа "запрос по образцу" при помощи расширения интерфейса CriteriaQuery в OpenJPA

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | CriteriaQuery<Employee> q = cb.createQuery(Employee.class);    Employee example = new Employee();  example.setSalary(10000);  example.setRating(1);    q.where(cb.qbe(q.from(Employee.class), example); |

Как видно из этого примера, расширение интерфейса QueryBuilder в OpenJPA предоставляет следующий метод:

|  |  |
| --- | --- |
| 1 | public <T> Predicate qbe(From<?, T> from, T template); |

Этот метод создает конъюнкцию предикатов на основе значений атрибутов переданного шаблонного экземпляра (образца). Например, запрос, показанный в листинге 22, выберет всех сотрудников (тип Employee), имеющих зарплату выше 10000 и рейтинг, равный 1. Созданием предикатов можно управлять, указывая список атрибутов, значения которых не должны участвовать в сравнениях, а также задавая способ сравнения строковых атрибутов. Ссылка на Java-документацию по расширениям CriteriaQuery, поддерживаемым в OpenJPA, находится в разделе [Ресурсы](https://www.ibm.com/developerworks/ru/library/j-typesafejpa/index.html#artrelatedtopics).

Заключение

В этой статье был рассмотрен входящий в JPA 2.0 API Criteria, представляющий собой механизм для создания динамических и типобезопасных запросов в Java. Экземпляры CriteriaQuery создаются на этапе выполнения в виде деревьев, содержащих строго типизированные выражения. Использование этих выражений было продемонстрировано на ряде примеров.

В статье была также подчеркнута ключевая роль нового API Metamodel и рассказано о том, как инстанциированные классы метамодели позволяют компилятору контролировать корректность запросов, тем самым снижая риск возникновения ошибок на этапе выполнения, характерных для синтаксически неверных запросов на языке JPQL. Кроме проверки синтаксической корректности, JPA 2.0 предоставляет средства для программного создания запросов, которые открывают такие мощные возможности, как использование функций базы данных, запросы по образцу, а также множество других, которые, я надеюсь, будут найдены читателями этой статьи.